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ABSTRACT
The activity of combining sensor data with space, other physical and functional information extracted from digital Building Information Modeling (BIM) is becoming a common practice in buildings performance analysis and monitoring. However, this integration is complex. Besides the inherent complexity of data integration itself, there is an additional challenge which concerns how to enable non-programmers domain experts to exploring this integration effectively. Although some approaches integrating BIM and real-time sensor data already have been proposed, none of them enables domain experts to effectively exploit the data because of a lack of appropriate abstractions for domain experts. Also, infrastructures along their lifecycle need refinements in their monitoring systems and these solutions would require an extra and heavy development effort to support them.

This thesis proposes a high-level Domain Specific Query Language capable of rising both the level of abstraction and adaptability, which will enable domain experts to formalize real-time queries regarding the integration of BIM with sensor data. We use a model-driven top-down approach where the proper abstractions and requirements are captured involving domain experts through Focus Group meetings. By using model-driven technologies with code-generation facilities, the solution is automatically generated and refined with almost zero development effort. Our solution is validated according to an evaluation methodology focused on usability and flexibility attributes using a real-world BIM models of a sensitised water dam infrastructure.

1. INTRODUCTION
Since sensors have become increasingly easy to install at reduced prices, the number of units installed has been increasing steadily [45]. The Internet of Things (IoT) is the visible face of this trend. Consequently, large facilities and complex infrastructures that require continuous monitoring are increasingly supported by management tools that rely on these sensor data to optimise their management processes. However, when analysing the performance of complex infrastructures, sensor data alone is not enough. Infrastructures’ structural properties and behaviour must be analysed to predict functionality and collapse scenarios associated with infrastructure construction and exploitation. Therefore, sensor data has to be combined with built environment information that can be extracted from information models such as BIM [45].

Several research challenges concerning the integration of BIM and sensor data have been identified [2, 13, 38]. First, processing real-time sensor data involves technical knowledge regarding sensor data fusion and windowing. Second, it requires expert knowledge in Civil Engineering and, of itself, modelling standards are not often followed correctly. Finally, the above complex domains have to be combined.

Many approaches have been proposed to overcome the referred challenges [3, 14, 15, 17, 21, 37], including plug-ins, engines, and software solutions. Yet, most approaches lack practical validation [2] or were developed for a specific context such as Fire Safety Control [15], Building Automation [14, 17], or Energy Management [10] and, therefore cannot be easily generalised. Recently, [2] developed a Domain-Specific Language (DSL) that integrates real-time queries over sensor data while embedding BIM model information [2]. While the approach has demonstrated significant gains in expressiveness and ease of use, this DSL is still oriented to software developers and does not empower domain experts with tools that enable them to exploit the data effectively [2]. Indeed, when end-users are non-developer experts, a solution with higher abstractions by using familiar notations and concepts is required to handle the specification of queries involving sensor data. However, find the appropriate language abstractions are by itself a challenge, and we must be aware that one iteration might not be enough because after using the tool domain experts may require refinements.

We hypothesise that creating a high-level DSL with the appropriate domain abstractions, it is possible to allow domain experts to explore the integration between sensors and BIM models. BIm Sensor Exploration Language (BISEL) will be developed using a top-down model-driven approach following development methodology in literature. Another innovation of this research work is that the DSL ‘proper abstractions and requirements are captured involving domain experts through a Focus Group technique. Additionally, by using model-driven technologies with runtime support for automatic code generation facilities, we expect to reduce the development effort to almost zero and provide to end-user a solution flexible to refine and improve.

To demonstrate that the proposed solution is accessible for non-programmers domain experts and suitable to a diversity of application domains, a Case Study consisting of the implementation of several queries requiring the integration between BIM and sensor data was performed. BISEL was validated according to a DSL usability evaluation recommended by the scientific community to assess the effectiveness, efficiency, and satisfaction of the users when using BISEL. By including Software Engineers in the assessment, it was also possible to compare the performance during query specifi-
2. BACKGROUND

2.1 Domain Specific Languages

Domain-specific languages are specialised languages that offer constructs and vocabulary to model a problem explicitly or, in some instances a solution for a problem [22]. DSLs can ease the design and implementation of a system, by reducing the gap between the problem domain and the solution domain [6, 9]. The claim is that the closer we get to fill this gap, the closer we are to increase the user’s productivity [6]. According to [42], one of the value propositions of DSLs is that they provide to non-programmers a “clean, custom, productive environment that allows them to work with languages that are closely aligned with the domain in which they work”. DSLs have been successfully used in many application domains including the constructions field, health monitoring applications, automotive, cooling algorithms in refrigerators, and typesetting [34, 35, 42].

2.2 Model-Driven technologies

The abstract and concrete syntax of DSLs can also be modelled. This is called meta-modelling [18, 20]. Meta-modelling provides the ability to capture explicitly key features of a language in a platform-independent way. It enables language definitions to become more straightforward since domain-specific concepts and abstractions can be represented directly within the language [18, 20]. However, the effort that goes from the definition of the meta-model into producing a language definition and the corresponding editor can become time-consuming on development without automated tools [18]. Model-Driven Development (MDD) technologies such as Eclipse Modeling Framework (EMF) or Graphical Modeling Framework (GMF) provides runtime support from which you can automatically generate all the executable code from models [39]. These frameworks reduce the time spent on development, allowing language developers to focus on design decisions relevant to the domain rather than in the implementation.

EMF is a model management framework that unifies three important technologies, Java, XML and UML, by allowing the specification of meta-models in any of these formats. EMF code generators produce a set of Java classes for the model, a set of adapter classes that enable viewing and command-based editing of the model, and a basic editor [27, 39]. The GMF is a framework used to implement a graphical editor for EMF-based modelling languages [30].

2.3 Sensor-based Monitoring Software

In applications that deal with sensors, data is modelled best as transient data streams instead of persistent relations [12, 23, 25]. Applications that monitor continuous data streams are used to support a timely decision making process. This kind of applications can be found in many fields such as financial monitoring of stock, tracking applications used to monitor the locations of items of interest, or for security in physical facilities [11].

Monitoring applications can possibly monitor multiple data streams (possibly in the order of thousands), leading to processing rates bigger than ones supported by a traditional Database Management System (DBMS). This aspect calls for the need of using Data Stream Management Systems (DSMS) [5] as an alternative to provide timely results. [5, 12, 23]. A DSMS processes input data streams from a wide diversity of sources and produce a new output stream as a result. DSMS also offers a flexible query processing enabling the processing operations to be specified using queries.

Sensor-based monitoring applications have the following characteristics:

1. They use approximate summary structures to deal with the impossibility of storing a complete data stream in memory.
2. The data required is not merely the last recently reported values but also historical data.
3. Real-time monitoring applications must process data in a timely way, reacting quickly to unusual data values. This way, it is possible to detect anomalies in due time enabling users to react.

3. RELATED WORK

3.1 Real-time data applications to BIM

The emergence of BIM and, as a consequence, approaches that combine BIM and real-time data is promoting the rise of the concept of BIM-based real-time monitoring and management. To understand the current state-of-art of the integration between BIM and real-time data, a literature review on the most significant recent approaches regarding the problem was performed.

After analysing the existing solutions, we can conclude that the use of BIM models on application domains related to smart buildings has not been fully explored. Most of the proposed solutions regarding this integration lack practical validation or were created for a specific application context, and thus not easily generalisable. Therefore, the development of these solutions is associated with a high level of complexity, lacking a standard solution adaptable to several application domains to retrieve real-time information related to BIM models. This conclusion is supported by the updated literature review presented in Table 1. All approaches were classified according to how they were implemented, and we also analysed if the solution remains in the theoretical domain, not having yet been implemented, as well as if the approach was intended to be a framework or a plug-in for an external tool. Besides, all the proposed solutions are highly dependent on a particular domain like Building Automation (BA), Energy Management (EM), and Fire Control (FC) which reinforces the need of a generalisable standard solution that simplifies the creation of applications.

3.2 Querying Approaches

To deal with a large amount of data regarding both BIM and sensor data, several approaches on BIM querying have been advanced by the scientific community. We searched for existing DSLs in Civil Engineering field regarding BIM models or/and real-time sensor querying, namely: BERA [32], BIMQL [34], GPL4SRE [1], and Building Information Modelling Sensor Language (BIMSL) [2] are elicited. As presented in Table 2, we focused on two main characteristics. First, we examine if the solution deals with real-time data and BIM models. Next, we determine if the language requires software and BIM formats skills to be used by end users.
Table 1: Comparison of current Real-Time Data applications to BIM referred in the literature. Each approach is classified according to whether it was implemented, was developed as a framework, was designed as a plug-in for another tool, and whether it has been adequately validated. ● Related, – Not Related, F Framework, P Plug-in

<table>
<thead>
<tr>
<th>Domain</th>
<th>Implemented</th>
<th>F/P</th>
<th>Validated</th>
</tr>
</thead>
<tbody>
<tr>
<td>Building Automation</td>
<td>Chen et al. [14]</td>
<td>●</td>
<td>F</td>
</tr>
<tr>
<td>Cribini et al. [17]</td>
<td>●</td>
<td>F</td>
<td>●</td>
</tr>
<tr>
<td>Howell et al. [26]</td>
<td>●</td>
<td>F</td>
<td>●</td>
</tr>
<tr>
<td>Energy Management</td>
<td>Niu et al. [36]</td>
<td>●</td>
<td>P</td>
</tr>
<tr>
<td>Choi et al. [16]</td>
<td>●</td>
<td>F</td>
<td>●</td>
</tr>
<tr>
<td>Brundu et al. [10]</td>
<td>●</td>
<td>F</td>
<td>●</td>
</tr>
<tr>
<td>Fire Control</td>
<td>Li et al. [33]</td>
<td>●</td>
<td>P</td>
</tr>
<tr>
<td>Cheng et al. [15]</td>
<td>●</td>
<td>F</td>
<td>●</td>
</tr>
<tr>
<td>Health and Safety</td>
<td>Park et al. [37]</td>
<td>–</td>
<td>F</td>
</tr>
<tr>
<td>Riaz et al. [40]</td>
<td>–</td>
<td>F</td>
<td>–</td>
</tr>
</tbody>
</table>

Table 2: List of DSLs classified according to its relationship with BIM and real-time data processing, as well as with the required end-user skills. ● Yes. ○ No. – Unrelated.

From the analysis, only BERA provides an intuitive notation, easy to learn and apply by non-programming users. For example, in the query specification, we can use the keyword “Space” instead of “IfcSpace” in Industry Foundation Classes (IFC). However, BERA does not process real-time data. On the other hand, only BIMSL handles the high-complexity required to integrate BIM and real-time sensor data. Even so, BIMSL elements have similar semantics to Structured Query Language (SQL) elements, what makes the formulation complex for non-programmers because of the lack of software skills.

So, we can conclude that no standard solution empowers Domain Experts to specify real-time queries regarding buildings and infrastructures showing the pertinence of our work.

4. METHODOLOGY

The language development follows two phases, summarised in Figure 1. First, a Focus Group research is conducted to find the proper abstraction and elicit functional and technical requirements. Then, the second phase of our work, named DSL development life Cycle, relates to the DSL development and follows an iterative methodology adapted from Barišić et al. [9] approach.

The Focus group is divided into three main stages, namely (1.1) Study preparation, where the group of experts is selected and meetings are formulated, (1.2) Meetings, until we reach the proper abstract concepts and requirements, and (1.3) Study Results, were results are finally achieved and used to formulate a case study together with experts. The Focus group is described in detail in Section 5.

The DSL development life Cycle is composed of four main stages, namely (2.1) Domain analysis, (2.2) Language design, (2.3) Language implementation, and (2.4) Language evaluation. The DSL will be developed atop of standardised meta-modelling infrastructures, EMF, which provides reflective mechanisms to encode its abstract syntax, and GMF to its graphical syntax and creating Java code from it.

The language development approach can be summarised in the following steps:

1. Considering the focus group results, we start by performing a domain analysis, where domain abstract concepts, domain knowledge and functional and technical requirements are identified. These findings will support the language design.

2. In the next stage, we design our DSL by describing its abstract and concrete syntax using MDD techniques. These definition includes elements’ properties, rules, relation and the expected behaviour of language elements. The language semantics its also defined.

3. In the DSL implementation and deployment stage, we will define and develop a detailed target platform of the solution and its subsequent implementation. In this stage transformations of DSL code, written in a concrete syntax, to programming language code are performed using atomated frameworks.

4. The final step is the evaluation stage and refers to validation of the DSL. The evaluation will be carried out by domain expert users in the context of a case study to be developed by us for this purpose according to an evaluation methodology focused on usability and
ties of the system within the domain.

6.1 Domain Analysis

In our case, we use this technique to explore the domain under study meticulously. Indeed, in addition to discover the fundamental monitoring operations and the proper abstractions to define the language. We also intend to validate the complexity of integrating BIM and real-time data and understand the shortcomings of current monitoring processes. For this reason, was vital for the discussion the selection of civil engineers that are acquainted with sensor data analysis and with at least a little knowledge in BIM.

The Focus Group was organised in the following parts:
1. Validation of Research Context
   - Analyse sensor device complexity of the infrastructure and discuss how spatial data may benefit monitoring processes.
2. Elicit main processes and KPIs
   - Elicit the current practices concerning sensor data processing in infrastructures and identify the best practices for presenting the sensor data analysis results in the infrastructures’s monitoring systems
3. BIM for sensor data processing
   - Discuss among the group the benefits of integrating BIM in the monitoring systems and identify possible processes that can be optimised with the integration of BIM

To help us conduct the meetings we previously define a guide were we formalise questions for each topic of the focus group.

At the end of the sessions, based on the elicited requirements, possible queries combining BIM and sensor data in infrastructures will be formalised. The goal is, By planning a case study composed of these queries, we pretend that, at the end of implementation, the domain experts can evaluate the solution usability and ask for improvements until reaching the ideal monitoring platform.

We present the focus group results in the DSL Development section, more specifically, in Domain Analysis (Section 6.1).

6. DSL DEVELOPMENT

6.1 Domain Analysis

In the first stage of DSL development the domain concepts and knowledge, including domain abstractions and existing constraints that will support the language design, will be elicited. The domain analysis was conducted with domain experts collaboration thought focus group meetings in order to find the proper language abstractions, identify concepts, terms, and expressions relevant to the problem solution. As a result, the output of Domain Analysis stage will be a Domain Model, which represents common and varying properties of the system within the domain.

Along the focus group meeting, the group identify the observation system’s main processes of analysis. These processes are identified from the technical-scientific knowledge available on dam’s main components, namely: (i) Actions, (ii) Structural properties, and (iii) Responses. Indeed, from the actions associated with external or environmental factors and his structural properties, it is possible to predict the dam’s structural and thermal reactions. Besides, from the interpretation and structural behaviour of similar dams, it is possible to predict functionality and collapse scenarios associated with his construction and exploitation. These scenarios are used to identify the observation system’s main processes of analysis. Analysing this scenarios it was also possible to identify the quantities that our platform must analyse and the methods of observation chosen for each one. The quantities are: Displacement, Reservoir water level, Temperature, Stress/strain, Infiltration/inflow and Uplift pressure.

At the end of this stage, it was possible to conclude with the group that solution must support queries that comprise the following requirements:

1. Analyse the evolution of the different quantities, which are bounded by a window
2. Obtain measures snapshots
3. Correlate measurements from different quantities
4. Locate sensors by proximity to other IFC objects or properties
5. Apply aggregation functions on a result-set
6. Control or stabilise the rate at which events are output, and suppress output events
7. Apply filters to records and extract only the records that fulfil a specified criterion

6.2 Language Design

The Domain Analysis stage is followed by Language Design. In this stage we start by define the language abstract and concrete syntax which includes the definition of language elements, rules, and relations. Then, we describe the expected behaviour of language elements and the stage finishes with the definition of the language semantics.

6.2.1 Abstract Syntax

The Design stage started by applying the results of Domain Analysis in order to describe the language elements that compose the language, independently of their future presentation or meaning. The language abstract syntax is defined to fully understand the language elements, the relations that exists between them and well-formedness rules that indicates how elements should be appropriately combined.

The BISEL abstract syntax was described using a meta-modelling language from EMF, Ecore. Ecore lets us define the meta-model using object-oriented constructs such as classes, associations and generalisations. The elements of the presented meta-model are described in Table 3

Regarding the language grammar analysis, a relevant set of rules and constraints was defined using Epsilon Validation Language (EVL). EVL is a model validation language which use Epsilon Object Language (EOL), an imperative model-oriented language for creating, querying and modifying EMF models, as an expression language. EVL supports
the abstract syntax was defined using GMF, a framework within the Eclipse platform that provides a generative component and runtime infrastructure for developing graphical editors based on the EMF. BISEL queries will be evaluated from within the generated language editors and generate error markers for failed constraints [29].

6.2.2 Concrete Syntax

After describing BISEL abstract syntax, the next step is to define the BISEL concrete syntax. BISEL language elements will be represented using a graphical notation. Indeed, graphical languages are more effective in conveying information to non-IT experts and the learning curve is steeper for graphical languages [19]. The Concrete syntax establishes the concrete visual representation of language elements, defining that a certain entity should be represented by a specific geometric shape, defining the layout and spatial relationships.

The BISEL concrete syntax was defined using GMF, a framework within the Eclipse platform that provides a generative component and runtime infrastructure for developing graphical editors based on the EMF. BISEL queries will be represented by graphs consisting of nodes and directed edges that connect the nodes. Each BISEL element is represented as a node and uses special icons and tailored symbols to render elements depending on their type.

The association between the graphical representation and the abstract syntax was defined using EAGENia, an incubation project from Eclipse Epsilon used to reduce the complexity of developing an editor in GMF, by simply using annotations in the language meta-model. This process will be described in detail in the BISEL Editor implementation (Section 6.2.5).

6.2.3 Language Semantics

The next step after defining the abstract and concrete syntax is the definition of the formal semantics. In our case, we will define our language by means of algebraic operators that are very well understood and deeply studied in the field of streaming data.

- Algebra Operators:

  The time domain Ω≤ is a discrete ordered set of timestamps, also called instants, that captures application time (e.g., System time).

  A stream S is a potentially infinite set of elements, e′∈S, where e is an event or observation of type T, and t ∈ Ω≤ is the associated timestamp. For a given stream ST, the attributes of the events of ST are represented by A(T) and their corresponding domains by D(T). Thus, an event e′ is an assignment function e′ : A(T) → D(T) that maps each distinct attribute of ST to the corresponding value at instant t. Wherever S is understood, e′ will be simply written as e′.

  The set of all streams of type T is represented by ST.

In this section first introduce our basic set of operators consisting of: filter (σ), map (µ), union (∪), cartesian product (×), and then our composite operators, built of the basic ones, such as join (⋈), and window (ω).

Projection Let L ⊆ T be a subset of attributes. The projection πL : ST → SL produces a stream where events have less attributes. For a given stream S ∈ ST, the projection operator is defined as:

\[
π_L(S) \{ e'_I | e'_I \in S \} \tag{1}
\]

where:

\[
e'_I[L](a) = \begin{cases} 
e'_I(a) & \text{if } a \in L \\
\perp & \text{otherwise}
\end{cases}
\]

Filter Let C be a predicate over elements of type T. A filter σC : ST → ST produces a stream with all events that satisfy the condition C. Formally:

\[
σ_C(e) \{ e | C(e) \text{ is true} \} \tag{2}
\]

Map Let f : D(T) → D(U) be a function that converts values of type T into values of type U. The map operator µf : ST → SU defines a stream from another by applying a given mapping function to ST such that e′[U] = f(e′[T]). The mapping operator is defined as:

\[
µ_f(S) \{ e'_I | e'_I = f(e'_I) \} \tag{3}
\]

Union The union U : ST × ST → ST defines a stream with all elements of two streams of compatible types. The multiplicity of a tuple at instant t in the output stream results from the sum of the corresponding multiplicities in both input streams. The union operator is defined as:

\[
S_1 \cup S_2 \{ e'_I | e'_I \in S_1 \lor e'_I \in S_2 \} \tag{4}
\]

Cartesian Product The Cartesian product x : ST × SU → STUT of two streams combines the elements of both whose tuples are valid at the same time instant.

\[
S_1 \times S_2 \{ e'_I \cdot e'_I | e'_I \in S_1 \land e'_I \in S_2 \} \tag{5}
\]

where S ∩ U ≠ ∅

Aggregate The aggregate g : 2D(T) → D(U) function performs a calculation on sets of elements of type T, and returns a single value of type U.

\[
L \alpha_g(s) \{ e'_I[L] | e'_I[L] \in π_L(S) \land e'_I[L] \in g(S) \}
\]

\[
e'_I[L] = g(S) \{ e \in S | e_L[L] = e'_I[L] \} \tag{6}
\]
Join (Merge) The join $\Join: S_T \times S_U \rightarrow S_{TU}$ defines a stream by merging two streams of compatible types $T$ and $U$ in the sense that $T \cap U \neq \emptyset$ tuples are valid at the same window interval $\omega$. The Join operator is defined as:

$$S_1 \Join \omega S_2 \{ (e_1 \cdot e_2)_{\max(t_1, t_2)} | e_1 \in \omega(S_1) \land e_2 \in \omega(S_2) \land e_1[S_1 \cap S_2] = e_2[S_1 \cap S_2] \} \quad (7)$$

Time-Based Window (Retention Period) The time-based sliding window $\omega_T: S_T \rightarrow S_T$ takes a stream $S$ and the window size as arguments and defines an output stream by shifting a time interval of size $k > 0$ time units over an input stream.

$$\omega_T(S) \{ e_t | e_t \in S \land \exists X \subseteq S, X \neq 0 \land X = \{ e_t | e_t \in S \land \max(t - k + 1, 0) \leq t \leq t' \} \} \quad (8)$$

At a time instant $t'$, the output stream contains all tuples of $S$ whose timestamp intersects with the window of size $k$ that ends at instant $t'$, i.e., the time interval $[\max(t' - k + 1, 0), t']$.

Count-Based Window (Retention Period) The count-based sliding window $\omega_C: S_T \rightarrow S_T$ defines an output stream over time that contains the last $n > 0$ elements over the input stream.

$$\omega_C(S) \{ e_t | e_t \in S \land \exists X \subseteq S, X \neq 0 \land X = \{ e_t | e_t \in S \land \max(t - k + 1, 0) \leq t \leq t' \} \} \quad (9)$$

6.2.4 Language Implementation

The Language Implementation stage comprises the integration of BISEL artefacts resulting from the language design stage in an execution platform. Therefore, necessary transformations of the language meta-model, described during the language design phase, to the respective programming language code are implemented. Our solution was developed using DSL composition techniques. Indeed, as can be seen in Section 3.2 there is already a DSL in literature, BIMSL, developed to resolve queries that combine BIM and Real-time Sensor data. As a result, our goal was to develop BISEL on top of BIMSL and raise the level of abstraction to create a DSL capable of providing to domain experts a query language more familiar and easy to use. The solution was implemented using the Eclipse Epsilon, a family of languages and tools for code generation, model-to-model transformation, model validation, comparison, migration and refactoring that work out of the box with different types of models such as EMF, UML and XML.

The solution architecture is depicted in Figure 3 and is composed of three layers, namely (i) the data acquisition layer, (ii) the data processing layer, and (iii) the data presentation layer.

Data Presentation Layer The data presentation layer is the entry point of our system, where all the inter-

<table>
<thead>
<tr>
<th>Element</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>BIM source</td>
<td>Used to select the working BIM source. If this element is not used in the query, the BIM project is selected based on the contained information in the configuration file BIMProperties</td>
</tr>
<tr>
<td>Sensor Source</td>
<td>Used to selects the quantity that is intended to analyse along the query</td>
</tr>
<tr>
<td>Retention Period</td>
<td>Due to the real-time nature of sensor data, the user can obtain historical data by creating sliding windows using this element. The window selects a sub-finite part of the stream, instead of the entire stream based on time or a certain number of events. This element can be used, for instance, to process all tuples in the next 20 minutes. This window can be batched.</td>
</tr>
<tr>
<td>Filter</td>
<td>Allows the specification of any condition used to extract only the records that fulfill a specified criteria. If the condition is satisfied, then just a specific record from the sensor source is returned.</td>
</tr>
<tr>
<td>Location Filter</td>
<td>Special filter to query BIM models. Used to locate sensors and other spatial objects in the BIM model, using conditions.</td>
</tr>
<tr>
<td>Merge</td>
<td>Used to correlate measures from two Sensor Sources by specifying a merge condition.</td>
</tr>
<tr>
<td>Output Control</td>
<td>Used to control or stabilise the rate at which events are output and to suppress output events.</td>
</tr>
<tr>
<td>Aggregate/Computation</td>
<td>Used to specify how to aggregate data provided by the Source. Contains functions that allow performing calculations on sets of data, returning the result value of executing the given task. An example of a possible utilization is to specify that we want the hourly average of the data provided by the Sensor Source element.</td>
</tr>
<tr>
<td>Sort</td>
<td>Sort a result-set by one or more of its columns, in ascending or descending order.</td>
</tr>
<tr>
<td>Table/Graph Output</td>
<td>These elements are used to specify the form of presenting the query results</td>
</tr>
</tbody>
</table>

Table 3: Summary of language elements. These elements have been defined by means of the concepts, models, and requirements identified during Domain Analysis (see Section 6.1).
actions with domain-users will be performed. Here, domain-users will be able to formalise queries in the BISEL Editor and visualise the queries results through graphical or textual representation.

**Data acquisition layer** In data acquisition layer Real-time data provided by sensors, BIM models, and other static information are gathered. This static information includes extra information about sensors that BIM models do not support. BIM models in IFC format are kept in a DBMS managed by BIMserver platform which allows to store, maintain and query building and infrastructures information. This data is forwarded to the data processing layer where it will be integrated.

**Data Processing layer** The data processing layer is divided into two phases, the transformation phase and the query processing phase. In the first one, BISEL queries specified by a domain expert in the graphical editor are transformed into BIMSL queries. Queries results are also managed and transformed to the form of presentation specified by the user in the query. In the second phase, data from the acquisition layer are integrated and processed in BIMSL platform. Because streaming data provided by sensors came in real-time, it has to be processed using a DSMS. The DSMS evaluates complex queries and is also integrated with DBMS to support historical data from sensors and be able to store the static data provided by BIM models. In contrast to streaming data, BIM models in IFC format are stored in the BIMserver platform own database.

![Figure 3: The proposed solution architecture. From left to right: the Data Acquisition, composed of sensor data, IFC files and other static information that may be provided by the user; the Data Processing, where data are integrated, BISEL queries are managed and translated into BIMSL queries; the Data Presentation, where the users can specify queries and several other commands, as well as visualise input measurements and query output results.](image)

### 6.2.5 BISEL Editor

The goal was to implement a visual graphical editor for BISEL. Indeed, as previously mentioned, languages with graphical notations are more intuitive and easy to use by non-programmers. Therefore, once the abstract syntax of BISEL is defined using Ecore and the respective EMF code generated, the next challenge was specifying the graphical syntax of the solution using GMF, a powerful application built on EMF for creating graphical editors [30].

To generate the BISEL Editor using GMF, it is necessary to construct three additional models, (i) the graph model (GMFGraph), (ii) the tooling model (GMFTool), and (iii) the mapping model(GMFMap). However, construct these GMF models manually is a tedious and error-prone task, particularly for inexperienced GMF developers [30]. Indeed, it requires developers to handcraft and maintain several low-level, complicated and interconnected iterations between models [30]. To address the highlighted challenge, EuGENia, a front-end for GMF, was used to generate the fully functional GMF editor [30, 31]. EuGENia reduces GMF complexity and automate the construction of GMF-specific models by merely attaching a few high-level annotations in the Ecore. We then use automated model-to-model and inplace transformations to generate the platform-specific models required by the EMF and GMF code generators in a consistent and repeatable manner.

In our meta-model we use three annotations, namely `@gmf.node`, that applies to classes and denotes that the element should appear on the diagram as a node, `@gmf.links` that applies to non-containment references that should appear in the diagram as edges, and `@gmf.compartment` that denotes that the containment reference will create a compartment where model elements that conform to the type of the reference can be placed. Each annotation accepts different properties to customise the appearance of each component of the graphical editor.

The generated graphical editor displays all language elements in a palette menu and works with a drag-and-drop mechanism. After drag one element to the editor, we can define its properties and the relations with other elements.

### 6.2.6 Query Transformations

The next step in the Language Implementation stage is the Query Transformation, from which BISEL queries are transformed in BIMSL queries to be then evaluated in the BIMSL platform. Since a BISEL query is an instance (model) of our domain model, we were able to use Model Transformations. In our work we used model-to-text transformations. Indeed, BIMSL is a textual language and the model-to-model transformation would require additional effort in modelling the BIMSL language. The transformation was specified using Epsilon Generation Language (EGL), a template-based model-to-text language for generating code, documentation and other textual artefacts from models [29].

### 6.2.7 Results transformation and Presentation of Results

Along with the query, users are able to specify how the query results will be presented using the table output or graph output element. After receiving the query results from BIMSL platform, the results are managed and transformed according to the type of presentation previously specified by the domain-expert.

### 7. EVALUATION

To validate if our approach has managed to overcome its requirements and goals, an evaluation of the BISEL language must be performed. In fact, without a proper evaluation, the overall DSL development process is still incomplete.

To support our claims that with our solution we manage
to improve the efficiency, reduce the error rate and have a steep learning curve, we have to perform a complete and unbiased evaluation of our language, comparing to another language that integrates BIM with sensor data in the same conditions. Since BIMSL is our reference model to combine BIM and real-time data, we chose BIMSL to be the alternative language to be used in the usability evaluation of BISEL. In addition, since the target users of BISEL are civil engineers’ non-programming domain-experts, we also evaluate the domain-expert satisfaction when using BISEL language.

We start with a description of the evaluation methodology and its participants, followed by an analysis of the results obtained.

### 7.1 Methodology and Participants

By following an usability evaluation methodology based on literature, it was possible to evaluate the achieved Quality in Use of our DSL. Barišić et al. [6] taking into consideration the ISO/IEC 25010 standard, points out that the most relevant attributes to evaluate the achieved quality in use of DSLs in a real context are the following ones:

- **Measuring effectiveness** means to determine the accuracy and completion when performing queries [6, 7, 8].

- **Efficiency** measurement is related to the level of effectiveness achieved at the expense of various resources, such as mental and physical effort, time, and financial cost.

- When measuring satisfaction in use it means freedom from inconveniences and validate how comfortable does the user feel while using the system [4, 6, 7, 8].

- **Accessibility** determines learnability and memorability of language terms.

The BISEL evaluation process is summarised in Figure 4. The whole process starts with a Subject Recruitment, followed by the Task Preparation, where all evaluation tasks are prepared. The next step is the Pilot Session, which is meant to check the training and the evaluation material and then we proceed to the Evaluation Session which involves training sessions, exams and final questionnaires for each group. The goal of the Final Questionnaire session is to obtain participants’ satisfaction with the language being evaluated and their assessment on accessibility.

Finally, since the overall evaluation approach has been detailed, we are now able to state the goal of our usability evaluation of BISEL. Therefore, the objective of our evaluation experiment is to answer the following research questions:

- **(Accessibility)** Is the application accessible both for Domain Experts and Software Engineers?

- **(Performance)** The performance when specifying queries integrating BIM with sensor data increases with BISEL when compared to BIMSL?

Therefore, the subjects to be part of this process. We devise two types of persons involved: non-programmers (non-P) and programmers (P). The non-programmers participants are researchers and civil engineers of Concrete Dams Department and Buildings Department of LNEC and civil engineers of EDP, the dam owner, that are familiar with the infrastructure, but who do not have previous experience on BIM and real-time data processing. The programmers are software developers with a degree in Computer Science and basic knowledge in SQL.

### 7.2 Results

The obtained results of our usability evaluation experiment allowed to draw several conclusions concerning each attribute:

- **Regarding Effectiveness**, we have a clear evidence that the solution provides the user with a tool that is very accurate, even for users without previous knowledge in query languages. Additionally, the group of programmers make fewer mistakes specifying queries using BISEL when compared to the alternative.

- **Regarding Efficiency**, the results show that although non-programmers users require more training time and generally spend more to achieve the same goal when compared to programmers, the differences are not significant. In addition, the programmers efficiency results shows that the time spent in specify queries using BISEL require lower mental and physical effort when compared to the time spent using BIMSL.

- **Regarding Satisfaction**, the self-assessment performed by the users allowed to confirm their positive attitude towards BISEL, even considering that BISEL was a language that the users had just learned. The group of programmers presented slightly better satisfaction results when specifying queries using BISEL than when using BIMSL.

- **Regarding accessibility**, the self-assessment performed by the users allowed to confirm that the solution is easy to use, learn and understand for both groups.

At the end of the questionnaires, the users had the possibility of suggesting improvements or making comments. The experts demonstrated very enthusiastic about the solution and made some suggestions for the future practical use of the languages, such as (i) a query history mechanism and (ii) creation of direct interactions with BIM models in Revit.

Our usability evaluation experiment with the target users of BISEL, domain experts, allowed to confirm that the language meets its requirements. Since the analysis of results revealed successful outcomes, we have determined that, by using BISEL, users without previous knowledge in query...
languages can specify queries integrating BIM and real-time sensor data efficiently and effectively. Including Software Engineers in the language assessment, we could also confirm that the rise in abstractions of the languages positively influences the productivity of users in the query specification when compared to the alternative.

8. CONCLUSIONS

The integration of sensors with spacial and other physical and functional information extracted from digital BIM models has been hailed as a means to improve the performance analysis, monitoring, and the maintenance of the built environment. Despite the variety approaches that have recently been proposed by the research community to integrate BIM and sensor data, none has been able to be simultaneously: (i) easily adaptable to different application domains, (ii) easily used by domain experts and flexible for carrying out all kinds of performance operations, and (iii) adaptable to changes without modifying the application code. This thesis explores the possibility of creating a solution capable of dealing with all the challenges mentioned above and therefore, offering to domain experts an empowerment tool that facilitates the integration of real-time sensor data with data extracted from BIM models.

The approach followed consists of the development of a DSL (named BISEL) aiming at simplifying the creation of applications oriented to non-programmers, allowing them to work in a clean, custom, and productive environment with concepts closely aligned with the domain in which they work. One merit of our solution is that the agreement on the DSL abstractions and the key requirements was obtained together with domain experts through Focus Group meetings, which also helped us to understand the solution goals quickly and to plan a case study.

Secondly, BISEL was implemented using a pure model-driven approach through EMF, which comprises code generation facilities to increase productivity and reduce the design and implementation errors. Indeed, by merely describing the language meta-model we were able to generate the programming code of the solution in one-click, and therefore we had much less system to write and could focus on providing better functionalities to fulfill domain experts needs. Using EMF support for model transformations we also were able to reuse an existing DSL previously proposed in literature for integrating BIM and sensor data, BIMSL. Therefore, queries expressed using BISEL are transformed into BIMSL queries using modelling transformations and will then evaluated in the BIMSL platform. Using this technique of composition of DSL’s we do not have to develop the solution from scratch. Finally, by integrating EMF with GMF, it was also possible to generate a graphical editor for the solution by simply annotating the language meta-model using EaGENia annotations.

To evaluate the language BISEL, we followed a rigorous usability evaluation experiment based on literature. We assessed the user effectiveness, efficiency and satisfaction when specifying queries using BISEL, and language accessibility through a questionnaire. This evaluation experiment allowed to prove that BISEL is easy to use and learn by non-programmers that are also domain experts. Additionally, we also included Software Engineers in the evaluation this offering another level of validation. Indeed, we also demonstrated that BISEL is less error-prone than using the base language directly and, moreover, that using BISEL, a user can specify queries that integrate BIM with sensor data with more confidence.
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