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Abstract—The popularity of virtual currencies has been increasing at a steady pace in the recent years, largely due to the growing acceptance of Bitcoin, whose core is heavily based on public key cryptography. While the public key is used as an address for a payment, the private key is used to access the funds stored in the correspondent address, through the digital signature of transactions.

Sensitive information is processed in an environment susceptible to attacks in almost every Bitcoin wallet that is currently available. Moreover, the security that is provided to store such information, is supported on the encryption with a key based in a user’s password, making it susceptible to dictionary attacks. As the private key is essentially what defines the ownership of bitcoins, it must be very well protected and secured. Thus, the need of using stronger security measures than the ones that are currently used arises.

ARM has made available an extension of processors architectures, designated TrustZone, which allows for the separation of trusted and non-trusted environments, while ensuring the integrity of the Operating System code.

In this dissertation, it is proposed the exploitation the ARM’s technology, in order to implement a flexible and reliable Bitcoin wallet that is more resilient to dictionary and side-channel attacks. Making use the TrustZone comes with the downside that writing and reading operations become slower, due to the encrypted storage, but it is shown that cryptographic operations can in fact be executed more efficiently as a result of platform-specific optimizations, which are available through the use of a TrustZone API.

Index Terms—Bitcoin; Bitcoin Wallet; Hardware Wallet; Secure World; Trusted Execution Environment; TrustZone.

I. INTRODUCTION

In the last few years, bitcoin has been increasing in popularity in the financial and business sectors. Bitcoin is considered to be the first one of its kind, it uses a peer-to-peer network to generate and exchange digital currency, as well as to verify all the transactions [1], [2]. Since the users have full control of their money, there are several advantages in using this innovative currency, such as low fees and irreversible transactions, that do not reveal any personal information. Moreover, transactions can be verified by everyone through a public ledger leading to a stronger protection against frauds [3].

Every transaction makes use of public key cryptography. To make transactions, a user needs to be able to generate key-pairs and store private information. Private keys are used to sign transactions, and consequentially spend the funds stored in the corresponding public keys, also known as bitcoin addresses. Since the private key is essentially what defines the ownership of bitcoins, it must very well protected and secured.

TrustZone is a technology that is used as an extension of processors and system architectures to increase their security [4]. It enables a logical separation between a secure and a non-secure environment, and when combined with a well designed system and secure software it can ensure that sensitive data remains safe, no matter what the non-secure environment does [4]. These technological characteristics make it very attractive for certain payment services and it has been considered as a means to improve the security and the privacy of users in related art [5]–[8]. These include a platform framework that can be used for applications that require a privacy preserving online remote prepaid payment system [5] and a mobile receipt system that offers security both for customers and merchants [6]. TrustZone has also been considered for the development of Bitcoin mobile wallets, but no experimental results or security analysis has been provided [7], [8].

As bitcoins are considered the “next logical step in financial operations” [9], the usage of bitcoins will become increasingly commonplace, creating the need to use stronger security measures than the ones that are currently used. For example, using a user’s password, which can be easily guessed, to encrypt private information has proven to be a weak point for bitcoin wallets [10]. Also, the process of signing transactions should be executed in a secure environment, where the use of the private key is quite safe. While sensitive data can be stored or transmitted in a protected form, its processing is usually done in the clear, which means that it can easily be exposed to an attacker, leading to catastrophic results. With this in mind, in this dissertation the TrustZone technology will be exploited to develop a more flexible hardware-wallet to increase the security behind the generation of keys, their storage and the process of signing each transaction. Furthermore, this wallet is made available as open-source.

II. BACKGROUND

In this section the different types of available bitcoin wallets are reviewed as well as the TrustZone technology.

A. Bitcoin Wallets.

With bitcoin, ownership of currency is maintained through a public ledger, denoted blockchain, that is stored in a peer-to-peer network. Transactions allow to change the ownership

1The final source-code of the developed TrustZone-backed Bitcoin wallet will be made publicly available on the 21st of October (due to procedures related with the submission of a paper for the ICISC conference), and in the meantime can be accessed in [11].
of bitcoins, and are supported on public-key cryptography, using digital signatures. These are usually handled by bitcoin wallets, whose main functions are:  

- Create and store new addresses and their corresponding private keys;  
- Show the balance of each address;  
- Sign transactions.

There are many types of bitcoin wallets, as presented in Table I, and, as such, some of the main functions may be disabled due to their nature. Every type of wallet can be categorized as a **hot wallet** or a **cold wallet**. Whereas hot wallets are meant to be used on a daily basis, and thus are typically connected to the Internet for a faster and more convenient use, cold wallets remain offline for less exposure and are used for long-term storage of large amounts of bitcoins.

For example, a **light desktop wallet** is a hot wallet as it needs to access the blockchain for everyday use. Hot wallets are not very secure, since their connection to the Internet makes them quite susceptible to a variety of attacks. On the other hand, the **paper wallet** corresponds to a cold wallet, because it is just a piece of paper where a key-pair is printed. Cold wallets are very secure but lack on usage flexibility, and thus are more recommended for storing large amounts of bitcoins. The **hardware wallet** is a cold wallet that has the best security/functionality ratio of all the wallet types [12]. It is a dedicated piece of hardware that provides increased security features, and it is capable not only of storing private-keys in the long-term but also of signing transactions offline.

### Table I: Main Types of Bitcoin Wallets

<table>
<thead>
<tr>
<th>Type</th>
<th>Description</th>
<th>Characteristics</th>
<th>Most Known Wallets</th>
</tr>
</thead>
</table>
| Bitcoin Clients  | The host of the wallet becomes a full node of the Bitcoin network, which means that the whole blockchain is downloaded and kept locally. | - Initial setup takes a long time due to the large size of the blockchain;  
- Private keys are stored on the host giving more control over the bitcoins. | - Bitcoin Core [13]. |
| Light Desktop Wallets | Operates in a similar manner as the Bitcoin Clients but it does not download the full blockchain. | - Setup is relatively fast;  
- Private keys are stored on the host giving more control over the bitcoins. | - Multibit [14];  
- Electrum [15];  
- Armory [16]. |
| Online Web Wallets | A third party stores the private keys in their servers which are accessible through an account created for their services. | - Ensures the security to the service provider who has full control over the client’s bitcoins;  
- Flexible as most of them have mobile and desktop versions available. | - Coinbase [17];  
- Xapo [18];  
- Blockchain.info [19]. |
| Mobile Wallets    | Used in mobile devices. It could be an application that works as a Light Desktop Wallet or as an Online Web Wallet. | - The most convenient wallet;  
- Can have enhanced features: use of QR codes and NFC. | - Bitcoin Wallet [20];  
- Mycelium [21];  
- Copay [22]. |
| Physical Wallets / Paper Wallets | A piece of paper that has the private and public keys printed on. | - Can easily be generated from different websites;  
- Does not allow to consult the balance on their own;  
- Could be very secure if well protected. | Most used website to generate this type of wallet: https://www.bitaddress.org/ |
| Hardware Wallets | A secure hardware device is responsible for the generation and storage of keys and the signing process. | - Very secure;  
- Does not allow to consult the balance on their own;  
- Resistant to computer viruses. | - Ledger Nano [23];  
- KeepKey [24];  
- Trezor [25];  
- BitSafe [26]. |

### B. TrustZone Technology

TrustZone is a technology developed by ARM that aims to establish trust into any platform that uses its architecture, which is widely deployed especially among smart devices platforms. This technology takes advantage of the internal hardware that is located within the System on Chip (SoC) along with software components to create a secure and trusted environment where confidentiality and integrity of almost any asset can be guaranteed [4], [27].

TrustZone relies on two distinct concepts of worlds: the **Secure World**, which includes the trusted software, hardware and data; and the **Normal World** which is the common execution environment where other applications run. Both of these worlds are executed in parallel and the system guarantees that no secure component can be accessed outside the trusted environment. It is thus possible to have Trusted Applications (TAs) that can access secure memory space and peripherals with the guarantee that the provided data was not tampered with and is trustworthy [4]. Furthermore, TAs can write data to persistent storage in an encrypted manner, using a key that is only available to it through the Secure World. These applications can be implemented using platform-independent Application Programming Interfaces (APIs), which were standardized by GlobalPlatform [28]. GlobalPlatform is an industry association that has been responsible for driving Trusted Execution Environment (TEE) standardization releasing APIs such as: **TEE Client API Specification** that enables the communication between normal applications and secure applications; **TEE Internal Core API Specification** that is used by the TAs to perform general security functions, and **Trusted User Interface API Specification** that allows the secure applications to safely display text and graphics [28].

There are available multiple implementations for the Operating Systems (OSs) that run on the Secure and Normal worlds. Open Source Trusted Execution Enviroment (OP-TEE) [29] provides both of them. In Fig. 1 it is presented the software architecture of the OP-TEE as an example of a possible implementation. The processors that implement the TrustZone technology use its integrity checking functionality to run a trusted boot and to create an hardware isolation which in combination with a trusted OS make up a TEE. Typical use cases of this environment include the protection of authentication mechanisms, cryptography, key material and Digital Rights Management (DRM) [30]. When a **Security Client** wants to perform an operation available on a **Security Service**, it firstly invokes a command using the **Client API** which in turn will use the **OP-TEE Driver** to communicate with the Secure Monitor that switches to the Secure World. Then, the **TEE Core** can use the **Internal API** to call the desired functions on the Security Service which will perform the operation. The obtained result is returned to the user space following a similar process. Moreover, it is important to notice that every TA has its own private memory space that cannot be accessed neither by normal world applications nor other TAs.
III. PROPOSED TRUSTZONE-BASED WALLET

In this section, it is proposed the use of a TrustZone-enabled platform as a wallet. The practical interest of such proposal arises from using the secure storage to store sensitive data, and from taking advantage of the reliable secure cryptographic services provided by the Secure World to perform some of the Bitcoin protocol functions. First, the secure storage prevents certain attacks which are possible to occur on other type of wallets, where a client’s password is used to encrypt private information [10]. Since the TrustZone-based wallet encrypts its data using a key that is only available at the hardware level, no dictionary attacks are possible. The usage of the cryptographic services provided by the OS, that were developed by cryptographers with high expertise, also mitigates possible side-channel attacks. Another benefit of this configuration is the integrity check that can verify if a piece of code of the wallet has not changed and verify if the OS is unaltered before booting, preventing, in this way, any unauthorized or maliciously modified software from running [4]. This allows the possibility of running multiple sensitive applications on the same device, such as those used for home banking, since they will not interfere with each other.

In the following subsections, a base wallet is described, and it will be shown how the proposed techniques improve it.

A. Base wallet

The main types of wallets were already discussed in subsection II-A and by analyzing Table I there are two types that stand out from the others: (i) Mobile Wallets due their usage flexibility and complete functionality; (ii) and Hardware Wallets due their increased security. As one of the main purposes of this dissertation is to create the most possibly secure wallet, while still enabling for extended flexibility, an hardware wallet have been expanded by porting it to a TrustZone-enabled system. The prosed wallet does not provide the possibility to check the balance on its own, it can be easily expanded to check the blockchain through a hosting computer. The need to carry an hardware device thus becomes a minor trade-off for the level of security that is provided.

All the examples of Hardware Wallets given in Table I were effective candidates as a base for development, but BitSafe was the most promising one: it is fully Open-Source including all manufacturing files and is platform-independent. However, the final version is not yet available in the market, nevertheless there is a great interest in the product from the users side [10], [32]–[34]. Thus, in this work the development prototype will be considered, which was greatly discussed and disclosed in a Bitcoin related blog [33] by its original creators. The main characteristics of this development wallet are presented in Table II.

B. Proposed improvements

The methodology followed for the implementation of BitSafe in a TrustZone-enabled system consisted in porting the source code of the Hardware Wallet, which was originally programmed in a bare-metal way to an OS. Then it is analyzed how the wallet was structured, how it operates and how it could be improved using TrustZone. Lastly, these improvements are applied by taking advantage of the TrustZone platform.

After the wallet was ported, its contents were analyzed, mainly how the storage is partitioned (Fig. 2) and what are the major modules that it is made of (Fig. 3.a)). From this point on, it is needed to decide which are the most critical parts that should be switched to a more secure environment.

The original wallet storage is depicted in Fig. 2. There are two partitions, one called Global Partition, where the general information about the hardware wallet is stored, and another one called Accounts Partition, where all the multiple wallets are stored. In turn, each wallet is divided into two sections, one with sensitive data that is encrypted using AES-
intermediate results are stored, and later flushed into persistent storage, to speed-up the write and read operations.

As previously explained, it is important that the amount of code that runs on the secure-world should be minimum, so that it can be easily reviewed, and the quantity bugs is minimized. Therefore, mostly the OS-provided APIs were used for the implementation of the wallet cryptographic operations. Regarding the General Wallet Functions in Fig. 3.a), the most important ones were passed to the Secure World, namely those that deal with sensitive data, as a way not increase too much the size of the TA. For example, the Wallet Functions related to getting and setting keys were only handled inside the secure world, to completely remove the possibility of anyone getting the private key. Furthermore, the processes for creating new wallets, backing them up as well as creating new addresses were restricted to the Secure World. For the Transaction Functions, the most important ones, such as signing, were converted to the Secure World as they have the most impact in the whole wallet. Finally, the Random Number Generation Functions exploited the TrustZone API to obtain cryptographically strong random numbers, which is an important requirement in several cryptographic implementations.

The final configuration is presented in the Fig. 3.b). The proposed changes ensure that the handled sensitive data and code cannot be tampered with by any other application in the same device allowing multiple security-sensitive applications to run simultaneously. The proposed system is thus more flexible than most hardware-wallets, since it can be used simultaneously for other applications, such as those used for home-banking, user authentication and trusted processing.
IV. IMPLEMENTATION DETAILS

In this section, it is explained in more detail the implementation of the proposed wallet. A platform with different characteristic than the ones where most wallets are deployed was used, because those do not support the TrustZone or do not allow the development of TAs, since this is blocked by the Original Equipment Manufacturers (OEMs).

In the specific case of BitSafe, as it was mentioned in section III-A, the chosen base wallet is a prototype that was released a few years ago, and it is not know exactly which hardware was used. Furthermore, as there is no information about the processor that was used, even if there was the possibility of obtaining it there would be no guarantee that would support TrustZone. Nevertheless, as all the code is publicly available and there is the possibility of modifying it, since the underlying license allows it, the base wallet can be deployed in a different platform whose processor supports the TrustZone technology. Therefore, the next step is to choose a platform for that same end. There are few development boards that allow the use of the TrustZone to create TAs [42]–[45]. All of these boards are suitable since they fulfill the minimum requisites imposed by the wallet. For the development of this dissertation, the ARM Juno-r2 board was used [45], which has an ARMv8-A big.Little architecture, with a 1.2 GHz dual-core Cortex-A72, and a 850 MHz quad-core Cortex-A53, with 8GB of DDR3L RAM. This platform was created by ARM with the intent of offering hardware and software developers a chance to work on next-generation hardware with their latest designs. Since these processors represent the future consumer devices, they will ultimately be used for bitcoin wallets, and thus are most relevant for this work.

The OP-TEE, as previously referred, provides an implementation of the OSs of both Normal and secure Worlds for several development boards, including the ARM Juno board, and also has support for GlobalPlatform TEE APIs. For the Normal World, BusyBox is used as the operating system, since it was mainly developed to be used on embedded devices with low computational power. In the secure world, that role is fulfilled by the OP-TEE OS whose size is about 244 KB. It is important to note that the code for the secure OS should be as small as possible, since it comprises the trust anchor, and thus should be easily reviewed and have the minimum attack surface.

As the OP-TEE OS supports the GlobalPlatform specifications, these APIs were employed [28] (corresponding to functions prefixed with TEE). The secure storage was implemented using a persistent object for all the partitions in Fig. 2. Meanwhile, the write-cache consists in a buffer with the size of a disk sector. Whenever there is data to be written, it is checked if the correspondent disk sector is already available in the cache. If it is not, the disk sector is loaded into the write-cache and the previous content is flushed. For the reading process, if the requested data is available on the write-cache, then it is read from there; otherwise the data is read directly from the data stream. To write data into the data stream the TEE_WriteObjectData() function is used and the TEE_ReadObjectData() function is used to read data streams.

For cryptographic operations, the API requires an operation handler obtained with TEE_OperationHandle, which is used as an argument for the subsequent function calls. The Secure Hash Algorithm with 256 bits (SHA-256), Advanced Encryption Standard (AES) and Hash Message Authentication Code with SHA-256 (HMAC-SHA-256) or with SHA-512 (HMAC-SHA-512) are multi-staged operations, in which one function is used to initialize the operation, another to feed it with data and another to finalize it. For SHA-256, TEE_DigestUpdate() and TEE_DigestDoFinal() were applied (there is no initializer function); for AES, TEE_CipherInit(), TEE_CipherUpdate() and TEE_CipherDoFinal() were used; lastly, for HMAC with SHA-256 and SHA-512, TEE_MACInit(), TEE_MACUpdate() and TEE_MACComputeFinal() were used.

OP-TEE also provided implementations for the Password-Based Key Derivation Function 2 (PBKDF2) and Elliptic Curve Digital Signature Algorithm (ECDSA) functions but the former was an extension of the GlobalPlatform API, so other secure OSs might not have it, whereas the latter one is only supported by a few implementations of the secure OS. Since the wallet was designed to be as platform independent as possible, while still providing high levels of security, these

Fig. 3. BitSafe’s main modules. a) Initial configuration. b) Final configuration. The dotted boxes are fully implemented in the Normal World, the dashed boxes are partially implemented in the Secure World and the full boxes are completely implemented in the Secure World. Some of the Cryptographic Operations are only used to implement the functions of the boxes they are contained.
operations were manually extended to the secure world. For the RACE Integrity Primitives Evaluation Message Digest with 160 bits (RIPEMD-160) function, as it was not available in any API (nor it was specified by GlobalPlatform), its source code was also ported to the Secure World. The same rationale was applied to the HMAC Generation Using Deterministic Random Bit Generator (HMAC-DRBG).

The General Wallet Functions were developed by porting the corresponding original code to the secure world making the necessary adaptations and using the previous cryptographic functions when required. The communication was implemented using an TEEC_TempMemoryReference, which pointed to a buffer allocated in the normal world, where the secure world would write the function results.

V. EXPERIMENTAL RESULTS

In this section, the performance of the main Cryptographic Operations, Storage and General Wallet Functions of the developed wallet is assessed and compared with the original code ported from [36] into the ARM Juno-r2 board. We use the term TrustZone-backed Bitcoin Wallet (TBW) to denote the proposed wallet while Original Base Wallet (OBW) is used for the original one. The configurations adopted for comparison are represented in the Fig. 3. All the execution times presented in this section correspond the median of the number of clock cycles of 100 executions. These times were obtained using the clock() function from the C native library. All TW calls include the overhead of the communication with the Secure World.

In Table III, it is visible that there was an increase in the number of the execution time for the storage functions, when comparing the TBW with the OBW, but this was expected as the secure storage has an extra layer of encryption provided by the secure world [46]. When the secure storage is used directly, the overhead of the additional encryption process has a significant larger impact. After adding a write-cache, the effect of the overhead is greatly mitigated if the requested block is already in memory; otherwise, one has to update the cache, with the associated overhead of reading from or writing to the secure storage.

In Table IV, it is presented the performance of the most frequently used cryptographic functions in the wallet, where the SHA-256 was the only negatively affected operation for being executed in the Secure World. However, it is important to note that the execution time of this function in the TBW is practically independent of the data size that is being processed, making this operation more robust against side-channel attacks. The AES-XEX-128 function was proven to be much faster when the API provided by OPTEE for the Secure World was used. This confirms that the use of standardized APIs is beneficial to obtain the maximum performance, since each vendor is able to implement the functions in the most optimized manner for the underlying hardware. The ECDSA and PBKDF2 where both manually implemented in the secure world, and since they operate “closer” to the hardware, their execution time has also improved largely.

In Table V, as it was expected, all the functions that directly involve reading or writing to the secure storage had its execution time increased. The function to Format the storage was the most impacted as it performs multipass, low-level overwrites with random data in the full size of the wallet to guarantee that its final state is unpredictable, leading to a large overhead from the additional encryption layer. The Delete wallet function suffers from a similar issue. On the other hand, the functions that do not directly use the secure storage had its performance improved. These reduced execution times result from the improvements previously described in Table IV. The functions to Create a new address and to Sign a transaction are among the most important and used ones in the whole wallet. The fact that these functions were able to execute in a faster and more reliable manner confirm the validity of this proposal.

Table VI presents a qualitative comparison between the OBW and the TBW. Firstly, the OBW storage encryption was supported on a password provided by the user. As this type of systems can often be attacked using dictionary-based attacks, the decision to use TrustZone secure storage greatly boosted security by encrypting data using a random key that is only available at the hardware level. While some care had been taken while the OBW was developed regarding side-channel attacks, the OP-TEE API was implemented taking into account the underlying hardware, which allows to provide an higher level of assurance against side-channel attacks. Furthermore, while the OBW used checksums to protect against data tampering, with TrustZone, code is also verified for integrity at boot-time. Moreover, TrustZone allows for the coexistence of multiple TAs, with high assurance that none will interfere with each other. Therefore, it is possible to extend the proposed wallet with other applications that need high levels of security, such as home-banking. Finally, it was seen that while the use of the secure storage deteriorated performance for some functions, the use of the OP-TEE API allowed for platform-specific optimizations that enhanced performance for cryptographic operations.

VI. CONCLUSION

With the increasing use of bitcoins, it is becoming more and more important to have highly secure devices in which private-key information can be safely stored and handled. With this dissertation, it was shown how to greatly increase the security of Bitcoin wallets by using the TrustZone technology. Concretely, a wallet from the related art was analyzed, and it was investigated which functions should be implemented in the Secure World, in order to improve the security of its storage; as well as how to process sensitive information in a more safely manner, using trustworthy and optimized cryptographic operations. From this work a wallet has resulted that is more resistant to a series of attacks, namely dictionary and side-channel attacks, while enabling for a certain flexibility. Furthermore, it was shown that the use of the GlobalPlatform APIs allowed for more efficient cryptographic operations, since platform-specific optimizations are used. This reduces the execution time of the most frequently used wallet functions, and compensates for the increased writing and reading times of the encrypted secure storage to attain improved security.
TABLE III
Execution time of storage related functions. The values are presented in clock cycles. In parenthesis the execution time increase in percentage of the TBW relative to the OBW is presented.

<table>
<thead>
<tr>
<th>Function</th>
<th>TBW</th>
<th>OBW</th>
<th>Secure Storage</th>
<th>Secure Storage + Write-Cache (block not loaded)</th>
<th>Secure Storage + Write-Cache (block loaded)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Write in Global Partition (512B)</td>
<td>34</td>
<td>129111</td>
<td>106065 (+309133%)</td>
<td>128 (+271%)</td>
<td></td>
</tr>
<tr>
<td>Write in Accounts Partition (1024B)</td>
<td>25</td>
<td>129724</td>
<td>131833 (+52232%)</td>
<td>138 (+454%)</td>
<td></td>
</tr>
<tr>
<td>Read from Global Partition (512B)</td>
<td>20</td>
<td>99255</td>
<td>99485 (+497325%)</td>
<td>128 (+540%)</td>
<td></td>
</tr>
<tr>
<td>Read from Accounts Partition (1024B)</td>
<td>6</td>
<td>99680</td>
<td>99901 (+1664925%)</td>
<td>136 (+2166%)</td>
<td></td>
</tr>
<tr>
<td>Flush data</td>
<td>4</td>
<td>N/A</td>
<td>178734 (+4468262%)</td>
<td>1787345 (+4468262%)</td>
<td></td>
</tr>
</tbody>
</table>

TABLE IV
Execution time of the mostly used cryptographic functions. The values are presented in clock cycles. In parenthesis the execution time increase in percentage of the TBW relative to the OBW is presented.

<table>
<thead>
<tr>
<th>Function</th>
<th>Mode</th>
<th>OBW</th>
<th>TBW</th>
</tr>
</thead>
<tbody>
<tr>
<td>SHA-256</td>
<td>INIT (100B)</td>
<td>2</td>
<td>69 (+3350%)</td>
</tr>
<tr>
<td></td>
<td>WRITE (100B)</td>
<td>43</td>
<td>121 (+178%)</td>
</tr>
<tr>
<td></td>
<td>FINISH (100B)</td>
<td>30</td>
<td>122 (+306%)</td>
</tr>
<tr>
<td></td>
<td>FINISH-DOUBLE (100B)</td>
<td>65</td>
<td>134 (+106%)</td>
</tr>
<tr>
<td></td>
<td>INIT (1B)</td>
<td>2</td>
<td>68 (+33900%)</td>
</tr>
<tr>
<td></td>
<td>WRITE (1B)</td>
<td>2</td>
<td>114 (+5600%)</td>
</tr>
<tr>
<td></td>
<td>FINISH (1B)</td>
<td>35</td>
<td>122 (+250%)</td>
</tr>
<tr>
<td></td>
<td>FINISH-DOUBLE (1B)</td>
<td>70</td>
<td>134 (+91%)</td>
</tr>
<tr>
<td>AES-XEX-128</td>
<td>DECRYPT (64B)</td>
<td>794</td>
<td>157 (-80%)</td>
</tr>
<tr>
<td></td>
<td>ENCRYPT (64B)</td>
<td>364</td>
<td>157 (-56%)</td>
</tr>
<tr>
<td>ECDSA</td>
<td>SIGN</td>
<td>1280540</td>
<td>190499 (+85%)</td>
</tr>
<tr>
<td>PBKDF2</td>
<td></td>
<td>203447</td>
<td>34422 (-83%)</td>
</tr>
</tbody>
</table>

TABLE V
Execution time of the mostly used wallet functions. The values are presented in clock cycles. In parenthesis the execution time increase in percentage of the TBW relative to the OBW is presented.

<table>
<thead>
<tr>
<th>Packet</th>
<th>OBW</th>
<th>TBW</th>
</tr>
</thead>
<tbody>
<tr>
<td>Format the storage</td>
<td>10373</td>
<td>6900920 (+66427%)</td>
</tr>
<tr>
<td>Create a new address</td>
<td>5640665</td>
<td>2159050 (+496177%)</td>
</tr>
<tr>
<td>Sign a transaction</td>
<td>1348900</td>
<td>296758 (-78%)</td>
</tr>
<tr>
<td>Load the wallet</td>
<td>206596</td>
<td>652153 (+215%)</td>
</tr>
<tr>
<td>Backup the wallet</td>
<td>108</td>
<td>230 (+111%)</td>
</tr>
<tr>
<td>Delete the wallet</td>
<td>3804</td>
<td>2728645 (+7162%)</td>
</tr>
</tbody>
</table>

TABLE VI
Comparison between the OBW and the TBW.

<table>
<thead>
<tr>
<th></th>
<th>OBW</th>
<th>TBW</th>
</tr>
</thead>
<tbody>
<tr>
<td>Resistance against dictionary attacks</td>
<td>✗</td>
<td>✓</td>
</tr>
<tr>
<td>Resistance against side-channel attacks</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Code and data integrity</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Extensibility</td>
<td>✗</td>
<td>✓</td>
</tr>
<tr>
<td>Performance</td>
<td>✓</td>
<td>✓</td>
</tr>
</tbody>
</table>
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