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Abstract. Graphs are important data structures which are present everywhere. In this work, we present the problem of huge graphs that are constantly changing, at real time, and present a proposal of a system based on approximate processing.

After some insights about real world graphs, and the challenges they present, a possible approach is described. This is based on tracking of the updates to the graph, which come as a stream, providing useful statistics to a user defined function, which can decide to compute the exact result, compute an approximation or to simply repeat the last answer.

The experiments show how computing an approximation can give good results in terms of the quality of the answer obtained, which is evaluated against the exact one, and in terms of reduction of time and complexity needed to answer the query.

1 Introduction

Many objects and realities of our daily lives, whether natural or created by man, take the form of networks, being constituted by individual elements that relate to each other. These networks can be formally represented as graphs. Graphs and their study are present in many fields of knowledge, not only in mathematics, particularly in graph theory, which studies them thoroughly, but also in social and natural sciences.

There are abundant applications of graphs and various functions and measures that can be computed based on them: paths between vertices, distances, components, cuts, centrality measures, community identification (clustering), among many others.

1.1 Motivation

Graph processing involves large structures which, more recently, are also constantly changing. Distributed systems allow, in this context, to perform processing on a large scale, with timely results. However, in any of these systems, the issues related to the optimization of resources and response time are a constant concern, and the context of graphs is no exception.

We consider as the typical case a system which has a representation of a graph and continuously receives updates that are applied to it. There is also a function of interest that should be computed from the graph, and the changes to the graph imply its recomputation, whether made from scratch or incrementally over previous results.

Large scale processing workflows, as well as in the individual components which constitute them, use a large amount of resources, like CPU, memory, I/O, and time, necessary to compute an updated response. It happens, though, that sometimes there is little difference between the result of the new computation and the results obtained previously, despite all resources spent. However, in certain areas, it is tolerable to admit an inexact answer, but sufficiently close to the exact one, if it means significant savings in terms of computing resources and time. In that case, the system could be limited to return the previous answer or an approximated one, deferring a full computation for the moment when this is expected to produce significant results. For that, we need to have a compromise between response correction and the use of resources used to obtain that response.

Hence, resource optimization and efficiency in large-scale and continuously changing graph processing motivates this work. Some examples of use cases where the ability to process this kind of changing graphs could be used include detection of trending topics in social networks, recommendation systems, and fraud detection, among others.
1.2 Challenges

Graph processing presents particular computational challenges in terms of representation, storage and processing. Its features and its importance prompted the emergence of a large number of techniques, algorithms and systems specifically designed to promote efficiency and responsiveness.

Some real life graphs are really huge for human scale. Maybe the best example is the World Wide Web (WWW). Even human/social networks can be quite large. In these large networks, there is a major challenging feature: their heterogeneity. The vertices of some graph can be very different in terms of the degree distribution. In many actual graphs, we can find a large number of vertices with small degree but also a small number of vertices, known as hubs, with a very high number of links [4][5]. This heterogeneity presents considerable problems for a graph processing distributed system: for instance, following a simple strategy of vertex distribution among the system nodes, workload distribution can easily suffer from large imbalances, by the presence of hubs, which require, typically, much more processing.

Another important challenge relates to the fact that most networks evolve over time, either in their structure or in the properties that are associated with its elements. An object that changes continuously requires specific care. The problem of real graph volatility is one of the motivations for the contribution that we hope to provide with this work.

1.3 Goals

The issue of mutability of networks introduces the use of streams in the context of graph processing. A good way to represent the evolution of a graph is through a stream of updates that contain changes to the graph. Changes may either keep intact the graph structure, modifying only data associated with vertices and edges, but can also represent topological changes to the graph, by insertion or removal of vertices and edges. These two types of updates have different implications to distributed processing, representation, load balancing and optimization.

Instead of building a static graph and then analyze it, we can receive a stream of incremental updates. Well-known social networks such as Facebook, Twitter, blogs, have these characteristics, and are good examples of graph stream processing in real time.

The aim of our work is therefore to provide means to optimize the use of computing resources and also the response time in distributed systems for graphs.

However, each actual problem has different characteristics, and the same applies to datasets. When we talk about changing graphs, it is clear that it is not possible to have some kind of universal solution. So, our goal is to provide the means, under the form of some library or API, to reason about the changes to the data, and the past results, and make decisions. This API can be plugged, for example, with some kind of intelligent system to implement a full processing system for graphs, with approximate results, and suitable for each case.

In the following sections, after presenting the work related with this area, and describe the design, architecture and implementation of GraphApprox library, a solution that aims to achieve reduced time and resources needed to compute a response, obtaining an approximate, but good enough solution. At last, we show how the concept and the solution was evaluated, and conclude this extended abstract.

2 Related work

There is considerable work in the fields of big data, streams, graph processing, and approximate processing. Ideas from MapReduce and its implementations [7][21] have been adapted in ways more appropriate for iterative processing over the same data, with in-memory storage, and optimization, for examples, in systems like Spark [22] or Flink [2].

2.1 Batch and stream processing

The need to store and process large amounts of data has been present for some years. That need gave arise to a lot of techniques and algorithms to optimize that processing and to assure timely and reliable results.
With this in mind, we can consider that a first, general, approach to graph processing would be the use of general-purpose systems and algorithms to graphs, with the necessary adaptation. The need to process large amounts of data quickly, reliably, and efficiently and has led to new strategies to address the problems. Parallelization emerged as the great paradigm to address that. MapReduce pioneered the dissemination of this paradigm, and still is a reference point [7]. Systems like Hadoop implement this model and have become highly popular for the processing of big amounts of data [21].

A problem with this kind of models/systems is that they are not so well suited for problems that require iterative computation over the same data, as well for interactive analysis. To answer this, a new generation of solutions/algorithms appeared. They are based in parallelizable data structures which are kept in memory.

Apache Spark implements this approach using the so called Resilient Distributed Datasets (RDDs) [22], which aim to give performance guarantees at the same time they provide good file recovery.

Apache Flink is at the first sight very similar to Spark, but has a different basis: it is built on stream processing, and batch processing is considered a specific case of that. This approach allows to avoid some latencies and to unify batch and stream processing under the same framework [2].

There are also meta-systems, like Lambda Architecture, which combine different of these approaches to choose, for each actual problem or data set, the subsystem/algorithm more appropriate [17].

The problem with this family of solutions is that they are too much general. They have the goal to be suited for any kind of data, whatever it is, and this way is impossible to have intrinsic specialization in data like graphs. Graphs are very specific structures that offer some complexity but also some opportunities for optimization that a general solution like MapReduce cannot offer for itself [9].

### 2.2 Graph processing

This takes us to a group of solutions specifically dedicated to graph processing. Graphs are easily representable with tabular or key-value formats, heavily used in big data systems, but that simplicity misses a lot of opportunities for optimization that come from the very nature of graphs [9].

Distributed and parallelizable graph processing demands different ways to express algorithms, even the classic ones. A very common approach consists in thinking about the algorithm in terms of independent small computations made in each vertex, and information shared among them. One of the first well-known frameworks working this way is Pregel [15]. Many other systems and libraries provide APIs to express algorithms in this manner.

This concept had some optimization, variants and different implementations. For example, information sharing can be made through messages or shared memory (GraphLab [14] being one example of the latter approach). Other proposals made a separation of the different phases of the vertex program: messages/shared information gathering; computation over the data, applying the results; sharing of information/messages for the next step. This model is known as Gather-Apply-Scatter (GAS) and has been introduced by Powergraph [10]. The separation among phases allows the system to further optimize the data flow of the programs.

A related, but different, approach, is the one that expresses computation as small units not over vertices, but over edges (X-Stream/Chaos is a representative product of this [16]). The logic behind this approach is that the flow of information in a graph is more closely related to the edges than to the vertices. This is related to the different strategies to distribute the graph among computation nodes: some distribute the vertices, sharing edges, but the majority distribute the edges, partitioning vertices among machines. This solution is more suited for scale-free graphs, where there is a great heterogeneity in vertex degrees.

At last, let’s take a sight to the graph libraries provided by generic frameworks like the ones we saw in the last section. These are usually implemented as dedicated data structures and API’s for graph definition and manipulation, derived from the structures and operators made for generic data. This approach allows to include some built-in optimizations for graph problems and a friendly way to express algorithms/computations over graphs.
Spark, for example, offers GraphX, which has the goal of unifying, under the same framework, the analysis of graphs and non-structured and tabular data. Resilience and fault tolerance is achieved using the underlying techniques of the framework. Flink has its graph library, too, named Gelly, similar to GraphX in the concept of graph representation (data sets of vertices and edges) and operators. Both provide the user with different ways to express algorithms on graphs.

### 2.3 Approximate processing

Approximate processing is one of the possible solutions to the problem of scalability. Frequently, in the presence of huge amounts of data, exact computation is too much expensive in terms of time or resources spent. When the problem to solve admits a not exact but sufficiently close answer, approximate processing can be helpful.

In the context of streams, and specifically graph streams, there are some known techniques to provide approximate results.

Load shedding consists in discarding some elements of the stream, when the load of new data is too much to be processed efficiently. The questions here are when to discard data, at which point of the data flow (as soon as possible, of course, but not too soon), and which data to discard. Load shedding can occur at random or be based in semantic criteria, when the characteristics of data are known. It is important also be able to evaluate the impact of the shedding in the quality of the responses.

Sampling is another general technique of approximation. There is a lot of statistical reasoning possible to do on sampling, providing ways to obtain samples and estimate the error introduced. Sampling of graphs includes different techniques (for instance, sample vertices or edges, random walks) and is still an open field of investigation.

Some algorithms on graphs have also an approximate version. The approximation typically requires less resources and can offer statistical guarantees of approximation to the exact results.

Closely related to approximate processing is the concept of Quality of Data. This is a way to express the requirements, different for each problem and application, in terms of error tolerance and the level of data changing that trigger the computation, as well as requirements about latency and throughput. Usually, these requirements can be formulated as rules on three axes: time between computations; sequence, the maximum number of updates that can be applied to an object; and value, the maximum relative divergence between the updated state of an object and its previous state, or against a constant, since the last execution.

### 3 Design and implementation

We designed our solution to the issue of approximate processing of continuously changing graphs as a library, which we named GraphApprox, to be used in association with Apache Flink. In this solution, we offer an intermediate solution between exact computation and the repetition of the last answer: the approximate processing of the graph, which could likely offer better results while still reducing resource usage.

The motivating application for this approach is PageRank, a well known centrality measure for graphs, which has a rather intuitive implementation in terms of a vertex-program and shared messages.

#### 3.1 Approximate processing API

We implemented our system as a library, written in Java, on top of Flink. Everytime it was possible, actual details related with the characteristics of the data set, the stream of updates and the output of results were made abstract. When convenient, we used the Flink API itself to implement the dataflow and transformations on the data, through Flink operators, leveraging the availability of a large scale processing system. Flink provides a functional style of programming, where the user defines a chain of operators is applied to a data source, providing results to a data sink. This definition is converted in an optimized job graph, which is then submitted to the running instance of Flink.
Our module, which implements approximate processing of changing graphs, requires only a running instance of Flink, in the same machine or in a different one. Our program acts as an intermediary system between the graph update stream and the graph processing system/library itself, Gelly, in this case. Figure 1 shows how these parts fit together.

Since there is a lot of problems on graphs that can be answered this way, and considering that for each specific case the criteria would be different, our strategy was to provide some kind of API to the user. The user defines, through the API, where a running instance of Flink can be found, the initial graph, the stream of updates and a set of user-defined functions (UDFs) encapsulated in an object.

In order to provide approximate processing based on reasonable assumptions about the data, our program keeps track of all the updates to the graph received since the last computation. This tracking is made in memory, with regular data structures from Java Collections Framework and some simple data structures specifically created. For each edge arrived, data related to vertices (in- and out-degree, number of updates) is updated.

As soon as a query arrives, GraphApprox is notified. At first, one of the UDFs, beforeUpdates(), allows the user to decide if the updates must be applied to the graph or delayed.

Next, some data are provided to another UDF, onQuery(): the query itself; the updates received since the last computation; the current graph. There is also the possibility to obtain statistics about the updates and about the graph. Some of these statistics can be eagerly obtained (when they do not involve complex computation, like the number of edges added or removed, the ratio of vertices affected), but others are available only on request, when they imply some additional computation (for instance, average degree of the graph, clustering coefficient, etc.). The user who provides the function must evaluate the cost-benefit relation when implementing it.

This UDF ends returning one of three possible responses: 1. answer immediately the query with the last computed result; 2. perform an approximated computation, using the data from the updates; 3. perform a full, exact computation on the graph. Before that, there is the possibility of, possibly based on the information about the updates and the graph, changing the parameters passed to the algorithm that computes the approximated or exact result on the graph, as a side effect.

After the answer are available, another UDF, onQueryResult(), is called with the results of the computation and some statistics about it.

In the implementation, we had to deal with some issues, like Java 8 lambda expressions and type safety, or the need to explicitly cache some intermediate results, in order to avoid repeated work.
3.2 Approximate PageRank algorithm

Our approximation algorithm to page rank is based on graph summarization, a strategy already studied \[12\].

Vertices that receive more updates are more likely to have its rank changed; their direct neighbors will probably have their rank changed, too, but as we go away from the “hot” vertices, the rank is likely to remains the same. According to this idea, first, a set of “hot” vertices is chosen. There are two parameters that control this selection.

The first one is a threshold on the relative degree change of some vertex. For each vertex, between queries, when updates are processed, we register the number of updates received and the new in- and out-degree. With that information, we are able to calculate the magnitude of the changes to the degrees, relative to the previous degree. This way, and are able to select, for example, all the vertices whose in-degree changed more than 10%.

The second parameter is the neighborhood size. Starting with a set of vertices, updated above the mentioned threshold, let’s call it the kernel, given a neighborhood size of \(n\), we can expand the selection to include all the vertices that are at a distance at most \(n\) from some vertex in the kernel. This can be done with the operators of the underlying graph library.

The set of “hot” vertices selected, all the edges between them are selected too. Remaining vertices are coalesced in a big one, which is added to the graph, and represents all the vertices whose rank we consider not likely to change.

All the edges between vertices not in the “hot” set are discarded. The edges with target in the “hot” vertices and exterior source are maintained, now with the big vertex as its source. Edges in the opposite direction are discarded too, because, according to PageRank definition, they would only have influence on the rank of the big vertex, and that is not relevant.

Note, however, that, even removing out edges from the hot vertices, the original out-degree should be kept, because it is used in the calculation of the rank to be sent to each neighbor, at each iteration. That value is registered in the vertex and used during the algorithm, as if the out edges were still present.

In a similar manner, the vertices in the “hot” set are supposed to continue receiving rank from the exterior. That is the reason we kept the edges from the big vertex to the other vertices. We use each edge to keep the rank that each “hot” vertex would receive from the exterior. This way, the big vertex, at each step, sends to the other vertices the total rank they would receive from the exterior in the real graph, which is the same during the whole algorithm, according to our assumptions.

The big difference is that, using this strategy, we have less edges, which means less messages, less communication, less processing, less resources and less time. Now, we can run an adapted version of page rank in this representative and, we hope, significantly smaller graph.

4 Evaluation

We evaluated our solution, first of all, as a way to validate the design and the implementation itself, and in second place to show the potential of this approach, its versatility, and actual results.

The use of different datasets, streams, and output formats, shows that GraphApprox has a good level of abstraction. Callback methods provide dynamic behavior to the application, and can even be changed during processing. This way, GraphApprox may be plugged with some kind of high-level system which can reason about the changes to the graph and the results obtained, by means of statistical inference or machine learning, for example, and change the configuration of the application in order to achieve better results.

4.1 Data sets

We tested our solution with three real-world data sets: PolBlogs, a directed network of hyperlinks between weblogs on US politics (1490 vertices, 18091 edges) \[1\]; CitHepPh, Arxiv High Energy Physics paper citation network (34546 v., 421578 e.) \[13\]; Facebook, user-to-user links from the Facebook New Orleans networks (63731 v., 1545686 e.). \[19\].
Part of the datasets was used as initial graph, the remaining coming as updates. In the cases of CitHepPh and Facebook, edges have temporal information associated, so the updates were provided in the order defined by it. In the middle of updates, some queries were sent too.

We calculated first the exact PageRank, each time a query arrived. After that, we used our approximation algorithm with different parameters, and compared the size of the summary graph used and time spent.

To evaluate the results, we used Rank-Biased-Overlap (RBO) \[20\]. In the case of ranks, or generally when we have lists of items ordered by its importance, the measure should meet a relevant criterion: items in the top of the list should receive more importance. This means that, when comparing lists of this kind, similarities and differences on the top of the lists should have more impact than the ones at lowest levels. In order to have a meaningful evaluation, we can evaluate just the top of the list, say, the first 100 or 1000 items. But this way, when comparing two lists, some elements can appear in one of them but not in the other. Our measure must be prepared for that. We found that RBO meets those criteria and is quite efficient. Also, it represents a rather intuitive probabilistic model.

4.2 Experimental procedure

The first step was to prepare the data sets, selecting some part of the edge list as the initial graph. The remaining edges were included in streamed updates. Among the updates, some queries were inserted at random intervals.

First, for each query, we computed the exact result and gathered statistics relative to the time spent in computation. After that, we submitted the same data load to our approximated computation framework, and we evaluated the system in two big axes: the quality of the results, i.e. its correction; the resources spent in the approximate computation, namely the time spent on it. The approximate results were computed also with different sets of parameters, in order to verify its influence on result quality and resource use. All the calculations used the same Flink configuration.

4.3 Results

We started evaluating the impact of the parameter neighborhood size \(n\) on the quality of the results. As we can see in figure \(2\), using Facebook dataset, there is a significant difference between \(n = 0\) and \(n > 0\) for the value of RBO obtained in each iteration. At the same time, we can notice that the quality of the results obtained with \(n = 1\) or \(n = 2\) are very similar. This confirms the notion that, for PageRank, not only the most updated vertices are likely to have its rank changed, but also their immediate neighbors.

![Fig. 2. RBO values with different \(n\) and \(t\) (Facebook)](image)

![Fig. 3. RBO values for \(n = 1\) and different \(t\) (CitHepPh)](image)

Fixing now \(n = 1\), we can observe in figure \(3\) the impact of different degree difference thresholds \(t\) on the quality of results. We can conclude, at least for the datasets used, that different values...
of $t$ there is small impact on the RBO measured. An explanation for this is that the expansion of the original set of “hot” vertices with their immediate neighbors absorbs the impact of the value chosen for $t$.

We can now verify the impact of the approximation on the time and complexity of the computations. Figure 4 shows the results obtained with Facebook dataset with $n = 1$ and $t = 0.2$. We can observe that, with values for RBO always above 0.97, we were able to reduce computation time, a great part of the time, to values around 60% of the time needed to compute an exact response. But we can see also that this scheme does not always works: the last iterations presented a poor performance, indicating that further optimization should be done. That is the kind of decisions a system plugged to our API could make.

\[\text{Fig. 4. Results for } n = 1 \text{ and } t = 0.2 \text{ (Facebook dataset)}\]

\[\text{Fig. 5. Results for } n = 1 \text{ and } t = 0.0 \text{ (PolBlogs dataset)}\]

Figure 5 shows the results for PolBlogs dataset, with $n = 1$ and $t = 0$. This is a smaller dataset, and that helps to explain the variations in the results, namely time ratio and proportion of vertices and edges.

Despite better quality of results when we set $n > 0$, figure 6 shows that, with $n = 0$, we can obtain substantial gains in performance and time with acceptable results. With CitHepPh dataset, $n = 0$, $t = 0.1$, we can see, especially in the last iterations, that we can achieve less than 50% of time spent with RBO values above 0.9. This shows some of the potentiality for optimization and versatility of the solution.

\[\text{Fig. 6. Results for } n = 0 \text{ and } t = 0.1 \text{ (CitHepPh dataset)}\]

From this examples becomes clear the intimate relation between the size of the graph used to compute the results and the time spent for it. The number of edges presents a direct relation with the time of the computation. This is quite expected, because the algorithm we used is based on messages between vertices: each one, at each step, sends one message to the direct neighbors.
These results show that the use of approximate processing, in this case approximating PageRank by means of graph summarization, based on tracking of updates, can be used to obtain useful results, while reducing the time needed to compute the response. This can be used to obtain more timely results, at the cost of some error introduced. The actual success of this approach depends on the dataset processed, and on the characteristics of the graph, and the stream of updates.

5 Conclusions and future work

In this paper, we saw how we can face the challenges of graph processing by means of approximate processing. We described the concept of a system that keeps track of the updates received by stream to a graph, and which is able to provide information, through an API, about the current state of the graph and statistics about the updates. The API lets the user decide, based on that data, to repeat the last answer, to compute an approximation or to fully recompute the exact answer.

To show the significance of this proposal, we tested approximate computation with some real world graphs and showed that it is possible to obtain responses with high quality and reduce resource consumption at the same time.

Future work on this project includes, at first, applying the concept to different types of algorithms, and also to different types of updates, not only topological, but also in properties associated to the graph. The next step would be plug some kind of intelligent system to our API, trying to extract patterns in data that allow to achieve further optimization.
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